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This chapter discusses how digital circuits are implemented at the physical level. As you know, transistors are
the fundamental building blocks for all digital circuits. They are the actual physical devices that implement the
binary switch and, therefore, also for the logic gates.

There are many different transistor technologies for creating a digital circuit. Some of these technologies are the
diode-transistor logic (DTL), transistor-transistor logic (TTL), bipolar logic, and complementary metal-oxide-
semiconductor (CMOS) logic. Among them, the most widely used is the CMOS technology.

Figure 5.1(a) shows a single discrete transistor with its three connections for signal input, output, and control.
Above the transistor in the figure is a lump of silicon, which, of course is the main ingredient for the transistor.
Figure 5.1(b) is a picture of transistors inside an IC taken with an electron microscope. Figure S(CKL\ ) is a higher

magnification of the rectangle area in Figure 5.1(b). (\\\ 0
Q™

® ) (©)

N
Figure 5.1 Transistors: (a) a lump of silicon and a transistor; ('@ihjjistors inside an EPROM as seen through an
electron microscope; (c) higher magnification of the rectangular aréa-=isy (b).

YA

In this chapter, we will look at how CMOS trang OYN\::?( and how they are used to build the basic logic
gates. Next, we will look at how digital circuits arg acﬁl&lb} inplemented in various programmable logic devices
(PLDs), such as read-only memories (ROMs), prog“a{*im le logic arrays (PLAs), programmable array logic
(PAL®) devices, complex programmable logic devices (CPLDs), and field programmable gate arrays (FPGAs). The
optional Altera UP2 development board contains both a CPLD and a FPGA chip for implementing your circuits.
The information presented in this chapter.,h\ovfeve\ma needed to understand how microprocessors are designed

at the logic circuit level. (N
5.1 Physical Abstraction., ()
~

\
Physical circuits deal with p@mthieS, such as voltages and currents. Digital circuits use the
abstractions 0 and 1 to represent the presence or absence of these physical properties. In fact, a range of voltages is
interpreted as the logic 0, and /a,ﬁ’ou er,;ion-overlapping range is interpreted as the logic 1. Traditionally, digital
circuits operate with a 5-volt péwer=supply. In such a case, it is customary to interpret the voltages in the range 0—
1.5 V as logic 0, while Volta@x he)\fs nge 3.5-5 V as logic 1. This is shown in Figure 5.2. Voltages in the middle
range (from 1.5-3.5 V) are uindefined and should not occur in the circuit except during transitions from one state to
the other. However, they, (ﬁg\\.\ﬁe \rgfyrpreted as a “weak” logic 0 or a “weak” logic 1.

In our discus jffn\bf ransistors, we will not get into their electrical characteristics of voltages and currents, but
we will simply usQ t@ action of 0 and 1 to describe their operations.
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Figure 5.2 Voltage levels for logic 0 and 1.

5.2 Metal-Oxide-Semiconductor Field-Effect Transistor (MOSFET)

The metal-oxide-semiconductor field-effect transistor (MOSFET) acts as a voltage-controlled switch with three
terminals: source, drain, and gate. The gate controls whether current can pass from the source to the drain or not.
When the gate is asserted or activated, the transistor is turned on and current flows from the source to the drain.
When looking at the transistor by itself, there is no physical difference between the source and the drain terminals.
They are distinguished only when connected with the rest of the circuit by the differences in the voltage levels.

There are two variations of the MOSFET: the n-channel and the p-channel. The physical structures of these two
transistors are shown in Figure 5.3(a) and (b), respectively. The name “metal-oxide-semiconductor” comes from the
three layers of material that make up the transistor. The “n” stands for negative and represents the electrons, while

‘p” stands for positive and represents the holes that flow through a channel in the semiconductor material between
the source and the drain.

For the n-channel MOSFET shown in Figure 5.3(a), a p-type silicon semiconductor material (called the
substrate) is doped with n-type impurities at the two ends. These two n-type regions form the source and the drain of
the transistor. An insulating oxide layer is laid on top of the two n regions and the p substrate, except for two
openings leading to the two n regions. Finally, metal is laid in the two openings in the oxide to form connections to
the source and the drain. Another deposit of metal is laid on top of the oxide between the source and the drain to
form the connection to the gate.

The structure of the p-channel MOSFET shown in Figure 5.3(b) is similar to that in Figure 5.3(a), except that
the substrate is of n-type material, and the doping for the source and drain is of p-type impurities.

Bl Metal
[ 1 Oxide layer
[ 1 Doping of impurities
[ ] Silicon semiconductor
Source Gate Drain Source Gate Drain
n n-channel n » p-channel »
p n
Substrate Substrate
(a) (b)

Figure 5.3 Physical structure of the MOSFET: (a) n-channel (NMOS); (b) p-channel (PMOS).
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The n-channel and p-channel MOSFETSs work opposite of each other. For the n-channel MOSFET, only an n-
channel between the source and the drain is created under the control of the gate. This n-channel (n for negative)
only allows negative charged electrons (0’s) to move from the source to the drain. On the other hand, the p-channel
MOSFET can only create a p-channel between the source and the drain under the control of the gate, and this p-
channel (p for positive) only allows positive charged holes (1°s) to move from the source to the drain.

5.3 CMOS Logic

In CMOS (complementary MOS) logic, only the two complementary MOSFET transistors, (n#-channel also
known as NMOS, and p-channel also known as PMOS)', are used to create the circuit. The logic symbols for the
NMOS and PMOS transistors are shown in Figure 5.4(a) and Figure 5.5(a), respectively. In designing CMOS
circuits, we are interested only in the three connections—source, drain, and gate—of the transistor. T’(Qé“su strate for
the NMOS is always connected to ground, while the substrate for the PMOS is always connected tO\wB/ )0 it is
ignored in the diagrams for simplicity. Notice that the only difference between these two logic P(\b\ s 15-that one
has a circle at the gate input, while the other does not. Using the convention that the circle denoteSQ\ -low (i.e., a
0 activates the signal), the NMOS gate input (with no circle) is, therefore, active-high. The P{ML input (w1th a
circle) is active-low. ( @j)

For the NMOS transistor, the source is the terminal with the lower voltage w1f”;§Act to the drain. You
intuitively can think of the source as the terminal that is supplying the 0 value, whilé tiie-drain consumes the 0 value.
The operation of the NMOS transistor is shown in Figure 5.4(b). When the7gat,, s.a 1 (asserted), the NMOS
transistor is turned on or enabled, and the source input that is supplying the C \ ss gyfrough to the drain output
through the connecting n-channel. However, if the source has a 1, the 1 will not pas ugh to the drain even if the
transistor is turned on, because the NMOS does not create a p- channel Instead only“a}O eak 1 will pass through to
the drain. On the other hand, when the gate is a 0 (or any value other ﬂ‘r\an transistor is turned off, and the
connection between the source and the drain is disconnected. In this ¢ E5\th draln will always have a high-
impedance Z value independent of the source value. The x (don’t-care) (ﬁ‘fhe iqgut Signal column means it does not
matter what the input value is, the output will be Z. The hlgh-lmpedancwje denoted by Z, means no value or no
output. This is like having an insulator with an infinite resistance ({tﬂib\ﬁak in a wire, therefore whatever the input
A

is, it will not pass over to the output. A )

<\

Drain Gate Switch | Input Signal | Output Signal
NI ) On 0 0
Gat \\ (Closed) 1 Weak 1
ate 50 Off 5
(Any Valuev(}\m\\s: than a 1) (Open) 8

Source L\\((\\\/
o ©
(a) NG 0 (b)

Figure 5.4 NMOS transistor: (a) logic e@(h\ (b) truth table.

The PMOS transistor works em\g\t e opposite of the NMOS transistor. For the PMOS transistor, the source is
the terminal with the higher volﬁv ith \ spect to the drain. You intuitively can think of the source as the terminal
that is supplying the 1 value, *T{Qﬂ; drdin consumes the 1 value. The operation of the PMOS transistor is shown
in Figure 5.5(b). When the gate is a-0-(asserted), the PMOS transistor is turned on or enabled, and the source input
that is supplying the 1 ¢an ps §§\§ﬁ ouglfto the drain output through the connecting p-channel. However, if the source
has a 0, the 0 will n té:s:’s through to the drain even if the transistor is turned on, because the PMOS does not create
an n-channel. Instead, @eak 0 will pass through to the drain. On the other hand, when the gate is a 1 (or any
value other than a 0),~the” transistor is turned off, and the connection between the source and the drain is
disconnected. In this case, the drain will always have a high-impedance Z value independent of the source value.

! For bipolar transistors, these two transistors are referred to as NPN and PNP, respectively.
2V is power or 5-volts in a 5 V circuit, while ground is 0 V.
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0 On 0 Weak 0
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ate q 1 Off 5
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Source
(a) (b)

Figure 5.5 PMOS transistor: (a) logic symbol; (b) truth table.

5.4 CMOS Circuits

CMOS circuits are built using only the NMOS and PMOS transistors. Because of the inherent properties of the
NMOS and PMOS transistors, CMOS circuits are always built with two halves. One half will use one transistor type
while the other half will use the other type, and when combined together to form the complete circuit, they will work
in complement of each other. The NMOS transistor is used to output the 0 half of the truth table, while the PMOS
transistor is used to output the 1 half of the truth table.

Furthermore, notice that the truth tables for these two transistors, shown in Figure 5.4(b) and Figure 5.5(b),
suggest that CMOS circuits essentially must deal with five logic values instead of two. These five logic values are 0,
1, Z (high-impedance), weak 0, and weak 1. Therefore, when the two halves of a CMOS circuit are combined
together, there is a possibility of mixing any combinations of these five logic values.

Figure 5.6 summarizes the result of combining these logic values. Here, a 1 combined with another 1 does not
give you a 2, but rather, just a 1! A short circuit results from connecting a 0 directly to a 1 (that is, connecting
ground directly to Vc). This is like sticking two ends of a wire into the two holes of an electrical outlet in the wall.
You know the result, and you don’t want to do it! Connecting a 0 with a weak 1, or a 1 with a weak 0 will also result
in a short, but it may take a longer time before you start to see smoke coming out. Any value combined with Z is just
that value, since Z is nothing.

A properly designed CMOS circuit should always output either a 0 or a 1. Only the tri-state buffer also outputs
the Z value. The other two values (weak 0 and weak 1) should not occur in any part of the circuit. The construction
of several basic gates using the CMOS technology will now be shown.

0 1 Z Weak 0 | Weak 1
0 0 Short 0 0 Short
1 Short 1 1 Short 1
Z 0 1 Z Weak 0 | Weak 1

Weak 0 0 Short | Weak 0 | Weak 0 | Short
Weak 1 | Short 1 Weak 1 Short | Weak 1

Figure 5.6 Result of combining the five possible logic values.

541 CMOS Inverter

Half of the inverter truth table says that, given a 1, the circuit needs to output a 0. Therefore, the question to ask
is which CMOS transistor (NMOS or PMOS) when given a 1 will output a 0? Looking at the two truth tables for the
two transistors, we find that only the NMOS transistor outputs a 0. The PMOS transistor outputs either a 1 or a weak
0. A weak 0, as you recall from Section 5.1, is an undefined or an unwanted value. The next question to ask is how
do we connect the NMOS transistor so that, when we input a 1, the transistor outputs a 0? The answer is shown in
Figure 5.7(a) where the source of the NMOS transistor is connected to ground (to provide the 0 value), the gate is
the input, and the drain is the output. When the gate is a 1, the 0 from the source will pass through to the drain
output.

Digital Logic and Microprocessor Design with VHDL Copyright Enoch Hwang
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The complementary half of the inverter circuit is to output a 1 when given a 0. Again, from looking at the two
transistor truth tables, we find that the PMOS transistor will do the job. This is expected, since we have used the
NMOS for the first half, and the complementary second half of the circuit must use the other transistor. This time,
the source is connected to V¢ to supply the 1 value, as shown in Figure 5.7(b). When the gate is a 0, the 1 from the
source will pass through to the drain output.

To form the complete inverter circuit, we simply combine these two complementary halves together, as shown
in Figure 5.7(c). When combining two halves of a CMOS circuit together, the one thing to be careful of is not to
create any possible shorts in the circuit. We need to make sure that, for all possible combinations of 0’s and 1’s to all
of the inputs, there are no places in the circuit where both a 0 and a 1 can occur at the same node at the same time.

D
For our CMOS inverter circuit, when the gate input is a 1, the bottom NMOS transistor is turned on Wﬁﬂj the
top PMOS transistor is turned off. With this configuration, a 0 from ground will pass through the botton@@
transistor to the output, while the top PMOS transistor will output a high-impedance Z value. A Z combi(émé?ﬂ af)

is still a 0, because a high impedance is of no value. Alternatively, when the gate input is a 0, the bgﬁgt\n NMOS
transistor is turned off while the top PMOS transistor is turned on. In this case, a 1 from V¢ will /p’a%\t;xx?ugh the
top PMOS transistor to the output, while the bottom NMOS transistor will output a Z. The resulting’o f[j value is a

1. Since the gate input can never be both a 0 and a 1 at the same time, the output can only have/wé"lmer a0oral,and
NN

s0, no short can result. 2 /»A
e
“ Ve

/

Q\\<} | Source

YA

Vce T/Ci |:
Drain 1| Source ate ) Drain

’ —>
Output
Gate —>-(*

Gate —>—‘ —{ I:

0 | Source Drain F 0_| Source
AU
(a) b (©

Figure 5.7 CMOS inverter circuit: (a) NMOS half; (b) PN\%}S\half; ¢) complete circuit.
\/\-)
54.2 CMOS NAND Gate Ny
_f &\\\,
Figure 5.8 shows the truth table for the NAND (@ﬁ) P‘/f of the truth table consists of the one 0 output while the
other half of the truth table consists of the three/ oﬁtp\n@r the 0 half of the truth table, we want the output to be a
0 when both 4 = 1 and B = 1. Again, we ask ,\@gﬁ\%ﬁl\‘“ Which CMOS transistor when given a 1 will output a 0?7
Of course, the answer is again the NMOS transistor. This time, however, since there are two inputs, 4 and B, we
need two NMOS transistors. We need to }%OOnA ect'iliese two transistors so that a 0 is output only when both are turned
on with a 1. Recall from Section 2.3 thatthe"AND operation results from two binary switches connected in series.
Figure 5.9(a) shows the two NMOS ;\@b 0rs> onnected in series, with the source of one connected to ground to
provide the 0 value, and the drain o:'/h‘w\syogier providing the output 0. The two transistor gates are connected to the
two inputs, 4 and B, so that ?ily 1@0 ﬁ?}zputs are a 1 will the circuit output a 0.

The complementary }{FB? the"NAND gate is to output a 1 when either 4 = 0 or B = 0. This time, two PMOS
transistors are used. To rLdi}zﬁ:ﬁ OR operation, the two transistors are connected in parallel with both sources
connected to V¢ and both drainsto the output, as shown in Figure 5.9(b). This way, only one transistor needs to be
turned on for the circuit to output the 1 value.

The complete NAND-gate circuit is obtained by combining these two halves together, as shown in Figure 5.9(c).
When both 4 and B are 1, the two bottom NMOS transistors are turned on while the two top PMOS transistors are
turned off. In this configuration, a 0 from ground will pass through the two bottom NMOS transistors to the output,
while the two top PMOS transistors will output a high-impedance Z value. Combining a 0 with a Z will result in a 0.

Digital Logic and Microprocessor Design with VHDL Copyright Enoch Hwang
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Alternatively, when either 4 = 0 or B = 0 (or both equal to 0) at least one of the bottom NMOS transistors will be
turned off, thus outputting a Z. On the other hand, at least one of the top PMOS transistors will be turned on and a 1
from V¢c will pass through that PMOS transistor. The resulting output value will be a 1. Again, we see that no short
circuit can occur.

B B

0
()
0] 11 ol(1] D (\jg/x
All@ Aluo mﬁ\/g

(@) (®) N
Figure 5.8 NAND-gate truth table: (a) the 0 half; (b) the 1 half. 6&@
/
Vce <//7\ SR
1 | Source 7 1] Source
W

iod [ aed[ aedl, sed[
Output (g

[ ?u»tput ((/i\ | Output
] SRl
%S\
L)
1 [ 2 il
W
0| Source L\(\(\/ 0_| Source

a) (((b) c
N NP . oo
Figure 5.9 CMOS NAND circuit: (a) the OV;F?%Q?&J 0o NMOS transistors; (b) the 1 half using two PMOS
transistors; (c) the complete NAND-gate circuif. 2
/”Q\ Z/
\
5.4.3 CMOS AND Gate —

X
Figure 5.10 shows the 0 and IWthe truth table for the AND gate. We can proceed to derive this circuit in
the same manner as we did for tt{@)\{ D EJE For the 0 half of the truth table, we want the output to be a 0 when
either 4 = 0 or B = 0. This incans f‘\nagire need a transistor that outputs a 0 when it is turned on also with a 0. This,
being one of the main diﬂ%:xzs between the NAND gate and the AND gate, causes a slight problem. Looking again
at the two transistor truth 1[{1&;)22 igure 5.4 and Figure 5.5, we see that neither transistor fits this criterion. The
NMOS transistor outputs a 0 when the gate is enabled with a 1, and the PMOS transistor outputs a 1 when the gate is
enabled with a 0. If we pick the NMOS transistor, then we need to invert its input. On the other hand, if we pick the
PMOS transistor, then we need to invert its output.

For this discussion, let us pick the PMOS transistor. To obtain the 4 or B operation, two PMOS transistors are
connected in parallel. The output from these two transistors is inverted with a single NMOS transistor, as shown in
Figure 5.11(a). When either 4 or B has a 0, that corresponding PMOS transistor is turned on, and a 1 from the V¢
source passes down to the gate of the NMOS transistor. With this NMOS transistor turned on, a 0 from ground is
passed through to the drain output of the circuit.

Digital Logic and Microprocessor Design with VHDL Copyright Enoch Hwang
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For the 1 half of the circuit, we want the output to be a 1 when both 4 = 1 and B = 1. Again, we have the
dilemma that neither transistor fits this criterion. To be complimentary with the 0 half, we will use two NMOS
transistors connected in series. When both transistors are enabled with a 1, the output 0 needs to be inverted with a

PMOS transistor, as shown in Figure 5.11(b).

Combining the two halves produces the complete AND-gate CMOS circuit shown in Figure 5.11(c). Instead of
joining the two halves at the point of the output, the circuit connects together before inverting the signal to the
output. The resulting AND-gate circuit is simply the circuit for the NAND gate followed by that of the INVERTER.

From this discussion, we understand why (in practice) NAND gates are preferred over AND gates.

B
1

oo
1@1

(a)

Figure 5.10 AND-gate truth table: (a) the 0 half; (b) the 1 half.

Vee
1
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Figure 5.11 CMOS AND circuit: (a) the 0 half using two PMOS transistors and an NMOS transistor; (b) the 1 half
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using two NMOS transistors and a PMOS transistor; (c) the complete AND-gate circuit.

544 CMOS NOR and OR Gates

The CMOS NOR-gate and OR-gate circuits can be derived similarly to that of the NAND- and AND- gate circuits.
Like the NAND gate, the NOR-gate circuit uses four transistors, whereas the OR-gate circuit uses six transistors.

5.45 Transmission Gate

The NMOS and PMOS transistors, when used alone as a control switch, can pass only a 0 or a 1, respectively.
Very often, we like a circuit that is able to pass both a 0 and a 1 under a control signal. The transmission gate is such
a circuit that allows both a 0 and a 1 to pass through when it is enabled. When it is disabled, it outputs the (,)_(:Kralue

The transmission gate uses the two complimentary transistors connected together, as shown in Fw"réﬁw)::?th
ends of the two transistors are connected in common. The top PMOS transistor gate is connected m ed
control signal, C’, while the bottom NMOS transistor gate is connected directly to the control s1gna‘1/§\H égce both
transistors are enabled when the control signal C = 1, and the circuit is disabled when C = 0.

(f
When the circuit is enabled, if the input is a 1, the 1 signal will pass through the top PM\QL tr&lgjirior while the
bottom NMOS transistor will pass through a weak 1. The final, combined output value \41 a 1. On the other
hand, if the input is a 0, the 0 signal will pass through the bottom NMOS transistor, Avhife-the‘top PMOS transistor
will output a weak 0. The final, combined output value this time will be a 0. Tbgrgt%?pw both cases, the output

value is the same as the input value.

When the circuit is disabled with C = 0, both transistors will output the Z value. ;gfs, regardless of the input,
there will be no output. N A
X\ 7
C ’ (\) N
4 @
Qu
In:put f\t =

Figure 5.12 CMOS transmission-gate circuit. \j

N

5.4.6 2-input Multiplexer CMOS Cirn'\\ //

\&
CMOS circuits for larger cornponents cﬁrnv}g ?ferwed by replacing each gate in the circuit with the
corresponding CMOS circuit for that gate bG;iv\e »f knéw the CMOS circuit for the three basic gates (AND, OR, and
NOT) this is a simple “copy-and-paste” o; eration.

For example, we can replace the x’at% vel 2-input multiplexer circuit shown in Figure 5.13(a) with the CMOS
circuit shown in Figure 5.13(b). Fer—this \\ uit, we simply replace the two AND gates with the two 6-transistor
circuits for the AND gate, anothev @I}Plstﬂ* circuit for the OR gate, and the 2-transistor circuit for the INVERTER;
giving a total of 20 tran51st0rs L,- hl V 510n of the 2-input multiplexer.

However, since the NAN D ‘q‘re ses 4&0 fewer transistors than the AND gate, we can convert the two-level OR-
OF-ANDS circuit in Flgl 13( 0 a two-level NAND-gate circuit shown in Figure 5. 13(c) This conversion is based
on the technology mapp ing tec1 ique discussed in Section 3.3. Performing the same “copy-and-paste” operation on

this two-level NAND-gate cireuit produces the CMOS circuit in Figure 5.13(d) that uses only 14 transistors.

We can do much better in terms of the number of transistors needed for the 2-input multiplexer circuit. From the
original gate-level multiplexer circuit in Figure 5.13(a), we want to ask the question: What is the purpose of the two

Digital Logic and Microprocessor Design with VHDL Copyright Enoch Hwang
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AND gates? The answer is that each AND gate acts like a control switch. When it is turned on by the select signal, s,
the input passes through to the output. Well, the operation of the transmission gate is just like this, and it uses only
two transistors. Hence, we can replace the two AND gates with two transmission gates. Furthermore, the AND gate
outputs a 0 when it is disabled. In order for this 0 from the output of the disabled AND gate not to corrupt the data
from the output of the other enabled AND gate, the OR gate is needed. If we connect the two outputs from the AND
gates directly without the OR gate, a short circuit will occur when the enabled AND gate outputs a 1, because the
disabled AND gate always outputs a 0. However, this problem disappears when we use two transmission gates
instead of the two AND gates, because when a transmission gate is disabled, it outputs a Z value and/mot a 0.
Thereby, we can connect the outputs of the two transmission gates directly without the need of the OR(@gats. The
resulting circuit is shown in Figure 5.13(e), using only six transistors. The 2-transistor inverter is needed Uu}r\@
the gate-level circuit) for turning on only one switch while turning off the other switch at any one timgf(\\\%v

V V /_\&/\\
cc cc N '
N0
= A
dO 47\ %cc

RS T o&‘
<
I3
w_l—l__l—l_g
__CL_ %
;L s 1 1
o ‘”
= i ; ‘H
U7 S
AN
2 [ 17
S
<

(a) o A

N2 E =
5 (C \) Y NAND |7 | d
d, O f\\@ - |
s y AC V\é/ B Ve NAND

\ 4 NAND 1
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(e)

Figure 5.13 2-input multiplexer circuits: (a) gate-level circuit using AND and OR gates; (b) transistor-level circuit for
part (a); (c) gate-level circuit using NAND gates; (d) transistor-level circuit for part (c); (e) transistor-level circuit
using transmission gates.

547 CMOS XOR and XNOR Gates

The XOR circuit can be constructed using the same reasoning as for the 2-input multiplexer discussed in
Section 5.4.6. First, we recall that the equation for the XOR gate is AB' + A'B. For the first AND term, we want to use
a transmission gate to pass the A4 value. This transmission gate is enabled with the value B'. The resulting circuit for
this first term is shown in Figure 5.14(a). For the second AND term, we want to use another transmission gate to pass
the A’ value and have the transmission gate enabled with the value B, resulting in the circuit shown in Figure
5.14(b). Combining the two partial circuits together gives us the complete XOR circuit shown in Figure 5.14 (c).
Again, as with the 2-input multiplexer circuit, it is not necessary to use an OR gate to connect the outputs of the two
transmission gates together.

ﬁ —|>°j A

A——— }—Ouput A—1—>— F—Output

B Output
| i

E—
() (b) (©)

Figure 5.14 CMOS XOR gate circuit: (a) partial circuit for the term AB’; (b) partial circuit for the term A'B; (c)
complete circuit.

4

The CMOS XOR circuit shown in Figure 5.14(c) uses eight transistors: four transistors for the two transmission
gates and another four transistors for the two inverters. However, with some ingenuity, we can construct the XOR
circuit with only six transistors, as shown in Figure 5.15(a). Similarly, the XNOR circuit is shown in Figure 5.15(b).
In the next section, we will perform an analysis of this XOR circuit to see that it indeed has the same functionality as
the XOR gate.
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Figure 5.15 CMOS circuits using only six transistors for: (a) XOR gate; (b) XNOR gate.

5.5 Analysis of CMOS Circuits

The analysis of a CMOS circuit follows the same procedure as with the analysis of a combinational circuit, as
discussed in Section 3.1. First, we must assume that the inputs to the circuit must have either a logic 0 or logic 1
value; that is, the input value cannot be a weak 0, a weak 1, or a Z. Then, for every combination of 0 and 1 to the
inputs, trace through the circuit (based on the operations of the two CMOS transistors) to determine the value
obtained at every node in the circuit. When two different values are merged together at the same point in the circuit,
we will use the table in Figure 5.6 to determine the resulting value.

Example 5.1: Analyzing the XOR CMOS circuit

2

Analyze the CMOS circuit shown in Figure 5.15. For this discussion, the words “top-right,
“bottom-middle,” and “bottom-right” are used to refer to the four transistors in the circuit.

top-middle,”

Figure 5.16(a) shows the analysis of the circuit with the inputs 4 = 0 and B = 0. The top-right PMOS transistor
is enabled with a 0 from input 4; however, the source for this transistor is a 0 from input B, and this produces a weak
0 at the output of this transistor. In Figure 5.16, the arrow denotes that the transistor is enabled, and the label “w 0”
at its output denotes that the output value is a weak 0. For the top-middle PMOS transistor, it is also enabled but
with a 0 from input B. The source for this transistor is a 0 from A4, and so, the output is again a weak 0. The bottom-
middle NMOS transistor is enabled with a 1 from B’. Since the source is a 0 from 4, this transistor outputs a 0. For
the bottom-right NMOS transistor, the 0 from 4 disables it, and so, a Z value appears at its output. The outputs of
these four transistors are joined together at the point of the circuit output. At this common point, two weak 0’s, a 0,
and a Z are combined together. Referring to Figure 5.6, combining these four values together results in an overall
value of a 0. Hence, the circuit outputs a 0 for the input combination 4 =0 and B =0.

Figure 5.16(b), (c), and (d) show the analysis of the circuit for the remaining three input combinations. The
outputs for all four input combinations match exactly those of the 2-input XOR gate. .

0 B 1 B

’—/ w0

0 A @{70 Output 0 04
L z z

1 {1

1 0

(a) (b)

[]e

Output 1
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0 B 1 B
\_d ’\_d
1 ? £ 7 8
1 A4 @wl Output 1 1 4 {1 ~ Output 0
T e Y16
1 0
(c) (d)

Figure 5.16. Analysis of the CMOS XOR-gate circuit: (a) shows the analysis for the inputs 4B = 00. All the
transistor outputs are annotated with the resulting output value. The letter “w” is used to signify that it is a weak
value; (b) through (d) show the analysis for the remaining input combinations 01, 10, and 11, respectively.

Example 5.2: Analyzing a CMOS circuit with a short
The CMOS circuit shown below is modified slightly from the XOR circuit from Example 5.1; the top-right

PMOS transistor is replaced with a NMOS transistor. Let us perform an analysis of this circuit using the inputs 4 = 1
and B=0.

0
1 A @l Output Short

w1

;Lt v

The top-right NMOS transistor is enabled with a 1 from input 4. The source for this NMOS transistor is a 0
from input B, and so, it outputs a 0. The top-middle PMOS transistor is also enabled, but with a 0 from input B. The
source for this PMOS transistor is a 1 from input 4, and so, it outputs a 1. It is not necessary to continue with the
analysis of the remaining two transistors, because at the common output, we already have a 0 (from the top-right
NMOS transistor) combining with a 1 (from the top-middle PMOS transistor) producing a short circuit. .

5.6 *Using ROMs to Implement a Function

Memory is used for storing binary data. This stored data, however, can be interpreted as being the
implementation of a combinational circuit. A combinational circuit expressed as a Boolean function in canonical
form is implemented in the memory by storing data bits in appropriate memory locations. Any type of memory, such
as ROM (read-only memory), RAM (random access memory), PROM (programmable ROM), EPROM (erasable
PROM), EEPROM (electrically erasable PROM), and so on, can be used to implement combinational circuits. Of
course, non-volatile memory is preferred, since you do want your circuit to stay intact after the power is removed.

In order to understand how combinational circuits are implemented in ROMs, we need to first understand the
internal circuitry of the ROM. ROM circuit diagrams are drawn more concisely by the use of a new logic symbol to
represent a logic gate. Figure 5.17 shows this new logic symbol for an AND gate and an OR gate with multiple inputs.
Instead of having multiple input lines drawn to the gate, the input lines are replaced with just one line going to the
gate. The multiple input lines are drawn perpendicular to this one line. To actually connect an input line to the gate,
an explicit connection point (¢) must be drawn where the two lines cross. For example, in Figure 5.17(a), the AND
gate has only two inputs; whereas in (b), the OR gate has three inputs.

(a) (b)
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Figure 5.17 Array logic symbol for: (a) AND gate; (b) OR gate.
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Figure 5.18 Internal circuit for a 16 x 4 ROM: (a) with no connections made; f@nnectlons made.

The circuit diagram for a 16 x 4 ROM having 16 locations, each being Ql 1‘[q 1de is shown in Figure 5.18(a).
A 4-to-16 decoder is used to decode the four address lines, 43, 4>, A;, and /El ¢ 16 unique locations. Each output
of the decoder is a location in the memory. Recall that the decoder operut@} such that, when a certain address is
presented, the output having the index of the binary address value ‘((r\h\h@e a 1, while the rest of the outputs will

have a 0. 7~ «\

Four OR gates provide the four bits of data output /er\% > gmory location. The area for making the
connections between the outputs of the decoder with the inputs-afithg/OR gates is referred to as the OR array. When
no connections are made, the OR gates always will output a 0, regardless of the address input. With connections
made as in Figure 5.18(b), the data output of the OR gate\F iep nds on the address selected. For the circuit in Figure
5.18(b), if the address input is 0000, then the decodef “u ine 0 will have a 1. Since there are no connections
made between the decoder output line 0 and any~ofl fhe-four OR gate inputs, the four OR gates will output a 0.

Therefore, the data stored in location 0 is 0000 in h,rha \171%:3 address input is 0001, then the decoder output line 1
will have a 1. Since this line is connected to the 1 pm of’the two OR gates for D; and D,, therefore, D; and D, will
both have a 1, while D; and D, will both haV aU n~ , the data stored in location 1 is 0011. In the circuit of
Figure 5. 18(b) the value stored in location 2 g@)

A 16 x 4 ROM can be used to implerient "Nf Varlable Boolean function as follows. The four variables are the
inputs to the four address lines of the Ptﬁ,‘k he 16 decoded locations become the 16 possible minterms for the 4-
variable function. For each 1-minterygin-the ﬁ\nctlon we make a connection between that corresponding decoder
output line that matches that minteriiy fg&n} er‘with the input of an OR gate. It does not matter which OR gate is used,
as long as one OR gate is used to implement one function. Hence, up to four functions with a total of four variables
can be implemented in a 16:x 4 Q(\MX sucl’’as the one shown in Figure 5.18(a). Larger sized ROMs, of course, can
implement larger and mor <‘ functions:

From Figure 5.18(b), v onclude that the function associated with the OR gate output, Dy, is F' = 2(1,2).
That is, minterms 1 and 2 are the 1-minterms for this function while the rest of the minterms are the 0-minterms.
Similarly, the function for D; has only minterm 1 as its 1-minterm. The functions for D, and D; both have only
minterm 2 as its 1-minterm.

ROMs are programmed during the manufacturing process and cannot be programmed afterwards. As a result,
using ROMs to implement a function is only cost effective if a large enough quantity is needed. For small quantities,
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EPROMSs or EEPROMSs are preferred. Both EPROMs and EEPROMSs can be programmed individually using an
inexpensive programmer connected to the computer. The memory device is inserted into the programmer. The bits
to be stored in each location of the memory device are generated by the development software. This data file is then
transferred to the programmer, which then actually writes the bits into the memory device. Furthermore, both
EPROMs and EEPROMs can be erased and reprogrammed with different data bits.

Example 5.3: Using a 16 x 4 ROM to implement Boolean functions

Implement the following two Boolean functions using the 16 x 4 ROM circuit shown in Figure 5.18.
Fy(wx,y,z) =wXx'yz + whyz'+ wxyz + wx'y'z'+ wx'yz' + wxyz'
Fy(wxyz)=whky'z'+wh

For F), the 1-minterms are ms, mg, m;, mg, myo, and myy. For F,, the 1-minterms are my, my, ms, mg, aad ms.
Notice that in F>, the term w'x expands out to four minterms. The implementation is shown in the circuit cofine E’)t]"“

below. We arbitrarily pick Dy to implement /' and D, to implement F. (\
MY
OR Arra
y p% Y4
9 ¢ Q(J)
1 R
2 N\
3 R4
w A, — 4
: 5 R /\
x A, — 6 x %4
2
41016 7 \/
y A,— Decoder 8
Q
z A, 10 (f\/
11 N\
I ((fJ f v
13 :
~—
14 =
15 @
)
=V

N
5.7 *Using PLAs to Implement a FW

Using ROMs or EPROM s to implement a com%ﬁfl circuit is very wasteful because usually many locations
in the ROM are not used. Each storage location in; rRV *epresents a minterm. In practice, only a small number of
these minterms are the 1-minterms for the fung\\\ @1mplemented As a result, the ROM implementing the
function usually is quite empty. h(ﬁ A =

Programmable logic arrays (PLAs) designed to reduce this waste by not having all of the minterms “built-
in” as in ROMs but rather, by allowmg user to specify only the minterms that are needed. PLAs are designed
specifically for implementing comblnf\m 01rc\ its.

The internal circuit for a 4 x 8 ”ﬁi is shown in Figure 5.19. The main difference between the PLA circuit
and the ROM circuit is that in t (;Pj it, an AND array is used instead of a decoder. The input signals are
nei

available both in the inverf n-inverted forms. The AND array allows the user to specify only the product
terms needed by the funcl@r;\nkaf) ly, the 1-minterms. The OR array portion of the circuit is similar to that of the
ROM, allowing the user to spec hich product terms to sum together. Having four OR gates will allow up to four

functions to be implemented in a single device.
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In addition, the PLA has an output array which provides the capability to either invert or not invert the value at
the output of the OR gate. This is accomplished by connecting one input of the XOR gate to either a 0 or a 1. By
connecting one input of the XOR gate to a 1, the output of the XOR gate is the inverse of the other input.
Alternatively, connecting one input of the XOR gate to a 0, the output of the XOR gate is the same as the other input.
This last feature allows the implementation of the inverse of a function in the AND/OR arrays, and then finally
getting the function by inverting it.

The actual implementation of a combinational circuit into a PLA device is similar to writing data bits@into a
ROM or other memory device. A PLA programmer connected to a computer is used. The development (@‘tf‘ﬁ
allows the combinational circuit to be defined and then transferred and programmed into the PLA device ~ < / )

w( \% =
A A A A /Q\\/

OR A A
YRR o A

\U OUUUUUU

S
a
s
L
N
L
N

AND Array

/

—
—
.

o) (\1//‘\ 2 1 0

e
P\

RN
Figure 5.19 Internal circuit for a 4 x 8 x 4 Plﬁv\y
Example 5.4: Using a4 x 8 x 4 PLA to ipﬁ)& & a full adder circuit
</\
Implement the full adder circui;\@§ X ,é x 4 PLA. The truth table for the full adder from Section 4.2.1 is

shown here. (/\i\\\
(L) =
N

2 \) Xi | Vi Ci | Cit1 | Si
<© 0 0 0 0 0
0 0 1 0 1

0 1 0 0 1

0 1 1 1 0

1 0 0 0 1

1 0 1 1 0

1 1 0 1 0

1 1 1 1 1
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In the PLA circuit shown next, the three inputs, x;, y;, and c¢;, are connected to the PLA inputs, 4,, 4;, and 4,
respectively. The first four rows of the AND array implement the four 1-minterms of the function ¢, while the next
three rows of the AND array implement the first three 1-minterms of the function s;. The last minterm, m-, is shared
by both functions, and therefore, it does not need to be duplicated. The two functions, ¢;1; and s;, are mapped to the
PLA outputs, F; and Fj, respectively. Since the two functions are implemented directly (i.e., not the inverse of the
functions), the XOR gates for both functions are connected to 0.

X Yi ¢ B
A, 4, 4, 4, )
(\\q)fw

:‘7 v v :‘7 OR Array V@i\\}\v

o V4

Y4

=

—
- AS (@j)
s A
o
D éﬁ; A
o TN
) £ \\\j
=
) Y4
D It
D N
) :
L/

N

AND Array QF ;ﬁ%}j{j
Al

Example 5.5: Using a4 x 8 x 4 PLA to implement(:fhgn ctiy

Q \x}/ /\
Implement the following function in a 4 ﬁ%&\'l"ﬂm

F(wxyz)=%(0,1,3,4,5,6,9, 1»%&7)
This four-variable function has ten 1@/12‘41.\ s. Since the 4 x 8 x 4 PLA can accommodate only eight minterms,

we need to implement the inverse of ﬂﬁ@ﬁ\tioﬁ, which will have only six 1-minterms (16 — 10 = 6). The inverse of
ck-to the
%

N

the function can then be inverted ba iginal function at the output array by connecting one of the XOR

inputs to a 1, as shown here. ~

()
F'=32,7,8, 12, 13,’57\ &)
&

=wh'yz'+ wixyz + \'Z’j xy'z"+ wxy'z + wxyz'
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Vv Yy onwe

QU0 UUU

AND Array \WAVAVAW

Output J l
Array | L | J I
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F

Another way to implement the above function in the PLA is to first minimize it. The following K-map shows
that the function reduces to

F=wYy"+xz+wXxz'+ wyz + wx'y

FE
wx
wiz'
wyz
8 9 1 10|
10 Lol e Y

With only five product terms, the function can be implemented directly without having to be inverted, as shown
in the following circuit.
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5.8 *Using PALs to Implement a Function

Programmable array logic (PAL") devices are similar to PLAs, except that the OR array for the PAL is not
programmable but rather, fixed by the internal circuitry. Hence, they are not as flexible in terms of implementing a
combinational circuit.

The internal circuit for a 4 x 4 PAL is shown in Figure 5.20. The OR gate inputs are fixed; whereas, the AND
gate inputs are programmable. Each output section is from the OR of the three product terms. This means that each
function can have, at most, three product terms. To make the device a little bit more flexible, the output F3, is fed
back to the programmable inputs of the AND gates. With this connection, up to five product terms are possible for
one function.
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T

Figure 5.20. Internal circuit for a 4 x 4 PAL device.
Example 5.6: Using a 4 x 4 PAL to implement functions

Implement the following three functions given in sum-of-minterms format using the PAL circuit of Figure 5.20.
Fy(wxy,z) =wix'yz + wx'yz'
F, (wx,y,z) =whlyz +wxlyz' + wixy'z'+ wxyz
Fy(wxy,z) =wxyz' + wxyz + wxyz'+ wix'yz

Function F has two product terms, and it can be implemented directly in one PAL section. F, has four product
terms, and so, it cannot be implemented directly. However, we note that the first two product terms are the same as
F,. Hence, by using F7, it is possible to reduce F, from four product terms to three as shown here.

Fy(wxy,z) =wk'yz+wxyz'+ wxy'z'+ wxyz
=F+why'z'+ wxyz
F;3 also has four product terms, but these four product terms can be reduced to just one by minimizing the
equation as shown here.
F; (wxy,z) =wxyz' +wix'yz + wix'yz'+ wix'yz
=wXx'(yz' +y'z+yz'+y2)
=wx'
The connections for these three functions are shown in the following PAL circuit. Notice that, for functions F;

and F3, there are unused AND gates. Since there are no inputs connected to them, they output a 0, which does not
affect the output of the OR gate.
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T

5.9 * Complex Programmable Logic Device (CPLD)

Using ROMs, PLAs, and PALs to implement a combinational circuit is fairly straightforward and easy to do.
However, to implement a sequential circuit or a more complex combinational circuit may require more sophisticated
and larger programming devices. The complex programmable logic device (CPLD) is capable of implementing a
circuit with upwards of 10,000 logic gates.

The CPLD contains many PAL-like blocks that are connected together using a programmable interconnect to
form a matrix. The PAL-like blocks in the CPLD are called macrocells, as shown in Figure 5.21. Each macrocell has
a programmable-AND-fixed-OR array similar to a PAL device for implementing combinational logic operations. The
XOR gate in the macrocell circuit, shown in Figure 5.21, will either invert or not invert the output from the
combinational logic. Furthermore, a flip-flop (discussed in Chapter 6) is included to provide the capability of
implementing sequential logic operations. The flip-flop can be bypassed using the multiplexer for combinational
logic operations.

Groups of 16 macrocells are connected together to form the logic-array blocks. Multiple logic-array blocks are
linked together using the programmable interconnect, as shown in Figure 5.22. Logic signals are routed between the
logic-array blocks on the programmable interconnect. This global bus is a programmable path that can connect any
signal source to any destination on the CPLD.

The input/output (I/O) blocks allow each I/O pin to be configured individually for input, output, or bi-
directional operation. All I/O pins have a tri-state buffer that is controlled individually. The I/O pin is configured as
an input port if the tri-state buffer is disabled; otherwise, it is an output port.

Figure 5.23 shows some of the main features of the Altera MAX7000 CPLD. Instead of needing a separate
programmer to program the CPLD, all MAX devices support in-system programmability through the IEEE JTAG
interface. This allows designers to program the CPLD after it is mounted on a printed circuit board. Furthermore, the
device can be reprogrammed in the field. CPLDs are non-volatile; so (once they are programmed with a circuit) the
circuit remains implemented in the device even when the power is removed.
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Figure 5.21 Circuit for the logic-array block with two macrocells.
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Figure 5.22 Internal circuit for a complex programmable logic device (CPLD).
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Feature MAX7000 CPLD FLEX10K FPGA
Usable logic gates 10,000 250,000
Macrocells 512 N/A
Logic array blocks 32 1,520
User /O pins 212 470

Figure 5.23. Features of the Altera MAX7000 CPLD and the FLEX10K250 FPGA.

5.10 * Field Programmable Gate Array (FPGA)

Field programmable gate arrays (FPGAs) are complex programmable logic devices that ar(ba%&@
implementing up to 250,000 logic gates and up to 40,960 RAM bits, as featured by the Altera FLEXN!

chip (see Figure 5.23). The internal circuitry of the FLEX10K FPGA is shown in Figure 5.24. The-dev ontams
an embedded array and a logic array. The embedded array is used to implement memory funcmvnﬁjd/?omplex
logic functions, such as microcontroller and digital-signal processing. The logic array is used 6 ent general
logic, such as counters, arithmetic logic units, and state machines. %
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Figure 5.24. FLEX10K FPGA c( 3U)\\j

The embedded array @ of a series of embedded array blocks (EABs). When implementing memory
functions, each EAB provides-2,048 bits, which can be used to create RAM, dual-port RAM, or ROM. EABs can be
used independently, or multiple EABs can be combined to implement larger functions.

The logic array consists of multiple logic array blocks (LABs). Each LAB contains eight logic elements (LE)
and a local interconnect. The LE shown in Figure 5.25 is the smallest logical unit in the FLEX10K architecture.
Each LE consists of a 4-input look-up table (LUT) and a programmable flip-flop. The 4-input LUT is a function
generator made from a 16-to-1 multiplexer that can quickly compute any function of four variables. (Refer to
Section 4.9.1 on how multiplexers are used to implement Boolean functions.) The four input variables are connected
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to the four select lines of the multiplexer. Depending on the values of these four variables, the value from one of the
16 multiplexer inputs is passed to the output. There are 16 1-bit registers connected to the 16 multiplexer inputs to
supply the multiplexer input values. Depending on the function to be implemented, the content of the 1-bit registers
issettoa 0 ora l.Itis setto a1l for all the 1-minterms of a 4-variable function, and to a 0 for all the 0-minterms.
The LUT in Figure 5.25 implements the 4-variable function F(w,x,y,z) = 2(0, 3, 5, 6, 7, 12, 13, 15). The
programmable flip-flop can be configured for D, T, JK, or SR operations, and is used for sequential circuits. For
combinational circuits, the flip-flop can be bypassed using the 2-to-1 multiplexer.

4-input LUT |
Variag%e A 1 1574131217109 8 76 54 3210 i Register BVDaSS
Variable B — 3
Variable C 16-to-1 MUX |
Variable D — | |
| D 5 o To Interconnect
—pClock '
Register
Clle”’ Bypass Select
Programmable
Flip-flop

Figure 5.25. Logic element circuit with a 4-input LUT and a programmable register.

All of the EABs, LABs, and I/O elements, are connected together via the FastTrack interconnect, which is a
series of fast row and column buses that run the entire length and width of the device. The interconnect contains
programmable switches so that the output of any block can be connected to the input of any other block.

Each 1/0O pin in an I/O element is connected to the end of each row and column of the interconnect and can be
used as either an input, output, or bi-directional port.

5.11 Summary Checklist

Voltage levels

Weak 0, weak 1

NMOS

NMOS truth table

PMOS

PMOS truth table
High-impedance Z
Transistor circuits for basic gates
PLD

ROM circuit implementation
PLA circuit implementation
PAL circuit implementation
CPLD

FPGA

Iy I I Iy Iy Iy Iy Ny Ny Iy

5.12 Problems

5.1 Draw the CMOS circuit for a 2-input NOR gate.

5.2 Draw the CMOS circuit for a 2-input OR gate.

5.3 Draw the CMOS circuit for a 3-input NAND gate.

5.4 Draw the CMOS circuit for a 3-input NOR gate.

5.5 Draw the CMOS circuit for an AND gate by using two NMOS transistors for the 0 half of the circuit and two
PMOS transistors for the 1 half of the circuit.
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5.6 Draw the CMOS circuit for a 3-input AND gate.

5.7 Derive the truth table for the following CMOS circuits. There are six possible values: 1, 0, Z, weak 1, weak 0,

and short.
a)
T
_I_I_ql:
T
C 1 Output
b)
Vcee
oL
A
F
L
©)
Vce
d)

+——Output

s

5.8 Synthesize a CMOS circuit that realizes the following truth table.
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A | B | Output
010 0
01 0
1]0 1
1]1 0

5.9 Synthesize a CMOS circuit that realizes the following truth table having two inputs and one output. Use as few
transistors as possible.

A | B | Output
0[0]0
0|1]0
1101

1 | 1 | Short

5.10Use one 16 x 4 ROM (4 address lines, 16 entries, 4 data lines) to implement the following functions. Label all
of the lines clearly.

fi=why'z+whz
f=w

5=xy' +xyz
fi=xy"+xy.

5.11Use one 16 x 4 ROM (4 address lines, 16 entries, 4 data lines) to implement the following functions. Label all
of the lines clearly.

fi=wx'y'z+wx'yz +w'xy'z
L=xy+ wz+twx'y

5.12Use one 4 x 8 x 4 PLA to implement the following two functions:

Fiwx,y,z) =wxy'z + wx'yz'+ wxy'
Fy(wx,y,z) =wx'y +x'y'z

5.13Use one 4 x 8 x 4 PLA to implement the following two functions:

Fi(wpep,z) = 2(0,2,3,4,5,6,11,12,13,14,15)
FZ(W,X,)’,Z) = 2(172:3>57759)
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Index

A

Analysis

CMOS circuits, of, 13
AND

CMOS circuit, 8

Cc

CMOS, 3,5
AND gate, 8
circuit, 6
inverter, 6
logic, 5
multiplexer, 10
NAND gate, 7
NOR gate, 10
OR gate, 10
Transmission gate, 10
XNOR gate, 12
XOR gate, 12
Combinational circuit
PAL implementation of, 20
PLA implementation of, 16
ROM implementation of, 14
Complementary metal-oxide-semiconductor. See
CMOS
Complex programmable logic device, 22
CPLD. See Complex programmable logic device

D
Drain, 4, 5

E

EPROM. See Erasable programmable read-only
memory
Erasable programmable read-only memory, 14

F

Field-programmable gate array, 24
FPGA. See Field-programmable gate array

G
Gate, 4, 5

H
High impedance, 5, 6

L
Logic signal, 3
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0,3
1,3
weak 0, 3
weak 1, 3
Z,5

MOSFET, 4
Multiplexer
CMOS circuit, 10

N

NAND

CMOS circuit, 7
n-channel, 4, 5
NMOS, 5
NOR

CMOS circuit, 10
NOT

CMOS circuit, 6

(o)

OR
CMOS circuit, 10
OR array, 15

P

PAL. See Programmable array logic
p-channel, 4, 5

PLA. See Programmable logic array

PMOS, 5

Programmable array logic, 20

Programmable logic array, 16

Programmable read-only memory, 14

PROM. See Programmable read-only memory

R

Read-only memory, 14
ROM. See read-only memory

S

Short. See Short circuit
Short circuit, 6, 7
Source, 4, 5

T

Transistor technologies, 3
bipolar logic, 3
complementary metal-oxide-semiconductor logic
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(CMOS), 3
diode-transistor logic, 3
transistor-transistor logic (TTL), 3
Transmission gate, 10
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XNOR

CMOS circuit, 12
XOR

CMOS circuit, 12

V4
Z. See High impedance
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